; F=69+(1416-A+B) где 12h=18, 1369h=4969

; описываем используемые функции

extrn ExitProcess: proc,

GetStdHandle: proc,

WriteConsoleA: proc,

ReadConsoleA: proc,

lstrlenA: proc

.data

; Описываем макросы

; Выравниваем стек

STACKALLOC macro arg

push R15

mov R15, RSP

sub RSP, 8 \* 4

if arg

sub RSP, 8 \* arg

endif

and SPL, 0F0h

endm

; Освобождаем выделенную память

STACKFREE macro arg

mov RSP, R15

pop R15

endm

NULL\_FIFTH\_ARG macro arg

mov qword ptr [RSP + 32], 0

endm

; Макрозамены

STD\_OUTPUT\_HANDLE = -11

STD\_INPUT\_HANDLE = -10

; Объявляем глобальные переменные

; Дескрипторы ввода/вывода

hStdInput qword ?

hStdOutput qword ?

; Сумма которую находим

res qword ?

; Строки интерфейса пользователя

aOutputHandle db 'a = ', 0

bOutputHandle db 'b = ', 0

result db 'F = 18 + (4969 - A + B) = ', 0

invalid db 'Invalid character',0

continue db 0Ah, 'Press any key to exit...', 0

strErrL db 0Ah, 'Error Range', 0

; Процедуры

.code

; Главная процедура

Start proc

STACKALLOC 1 ; выделим место в стеке под аргументы

mov RCX, STD\_OUTPUT\_HANDLE ; поток вывода

call GetStdHandle

mov hStdOutput,RAX ; значение дескриптора

; Аналогично для потока ввода

mov RCX, STD\_INPUT\_HANDLE

call GetStdHandle

mov hStdInput, RAX

mov R8, 12h

; Выведем строку а =

lea RAX, aOutputHandle

push RAX

call StringWrite

call StringRead

; Проверим R10

cmp R10, 0

je M1

sub R8, RAX ; прибавим 'а' к сумме

; Выведем строку b =

lea RAX, bOutputHandle

push RAX

call StringWrite

call StringRead

; Проверим R10

cmp R10, 0

je M1

cmp RAX, 127

jge error1

; Вычтем 'в'

add R8,RAX

; Прибавим 120

add R8, 1369h

mov res, R8

; Выведем строку суммы

lea RAX, result

push RAX

call StringWrite

call PrintSignedNumber

jmp M1

error1:

lea RAX, strErrL

push RAX

call StringWrite

M1:

call inputAwaiting ; удержание консоли

xor RCX, RCX

call ExitProcess

Start endp

; Процедура вывода строки

StringWrite proc uses RAX RCX RDX R8 R9, string: qword

; Введем локальную переменную

local bytesWritten: qword

; Выделим место в стеке

STACKALLOC 1

; Получим длину строки

mov RCX, string

call lstrlenA

; Поместим аргументы в соотв. регистры

mov RCX, hStdOutput

mov RDX, string

mov R8, RAX

lea R9, bytesWritten

NULL\_FIFTH\_ARG

call WriteConsoleA

; Освободим стек

STACKFREE

; Возврат в основную программу

ret 8

StringWrite endp

; Процедура считывания с консоли

StringRead proc uses RBX RCX RDX R8 R9

; Введем локальные переменные

local readStr[8]: byte,

bytesRead: dword

; Выделим место в стеке

STACKALLOC 2

; Разместим аргументы в нужные регистры

mov RCX, hStdInput

lea RDX, readStr

mov R8, 64

lea R9, bytesRead

NULL\_FIFTH\_ARG

call ReadConsoleA

; Начнем вычисление строки

xor RCX, RCX

MOV ECX, bytesRead

sub ecx, 2

; Сделаем строку нуль-терминированной (ноль в конце)

mov readStr[RCX], 0

xor RBX, RBX ; Здесь будем хранить степени десятки

mov R8, 1

mov BL, readStr[0]

cmp BL, 0h

je error

xor RBX, RBX

rangeChecking:

cmp RBX, 32767

jge errorLen

dec RCX

; Проверяем знак числа

cmp RCX, -1

je scanningComplete

xor RAX, RAX

mov AL, readStr[RCX]

cmp RCX, 0

jne K

cmp AL, '-'

jne eval

cmp RBX,0

je error

neg RBX

jmp scanningComplete

; Проверка является ли символ десятичной цифрой

; Если нет, то переход на еrror

K:

cmp AL,'-'

je error

eval:

cmp AL, 30h

jl error

cmp AL, 39h

jg error

sub RAX, 30h

mul R8

add RBX, RAX

mov RAX, 10

mul R8

mov R8, RAX

jmp rangeChecking

error:

; Очистим R10

xor R10,R10

; Загрузим адрес строки с выводом ошибкой

lea RAX, invalid

push RAX

call StringWrite

STACKFREE

ret 8\*2

; Проверка на выход за границу числа

errorLen:

xor R10,R10

; Адрес строки с выводом ошибки

lea RAX, strErrL

push RAX

call StringWrite

STACKFREE

ret 8\*2

; Завершение сканирования

scanningComplete:

mov R10,1

mov RAX, RBX

STACKFREE

ret 8\*2

StringRead endp

; Процедура вывода знакового числа

PrintSignedNumber proc uses RAX RCX RDX R8 R9 R10 R11

; Введем локальную переменную

local numberStr[22] :byte

; Регистр счётчик

xor R8,R8

; число положительное или отрицательное

mov RAX, res

mov RBX, 63

btc res, RBX

jae digitDivision

; Если отрицательное, то первым символом должен стать '-'.

mov numberStr[0],2Dh

inc R8

neg RAX

digitDivision:

; Занесем в RBX 10 для осуществления деления.

mov RBX,10

; Сбросим значение RCX для записи длины строки.

xor RCX,RCX

stackIterating:

xor RDX, RDX

; Разделим RAX на RBX

div RBX

add RDX, '0'

; Поместим остаток в стек и увеличим RCX.

push RDX

inc RCX

; Проверим, если RAX стал нулем, то мы закончили деление

cmp RAX, 0

jne stackIterating

numberCollecting:

; переместим в регистр символ цифры из стека

pop RDX

mov numberStr[R8], DL

inc R8

; Повторим эти действия, пока RCX не станет нулем

loop numberCollecting

mov numberStr[R8], 0

lea RAX, numberStr

push RAX

call StringWrite

; Вернемся в место вызова, очищая стек от одного аргумента

ret 8

PrintSignedNumber endp

; Процедура ожидания ввода

inputAwaiting proc uses RAX RCX RDX R8 R9 R10 R11

; Введем локальные переменные

local readStr: byte,

bytesRead: dword

; Выровняем стек

STACKALLOC 1

; Передадим в регистры все необходимы параметры

lea RAX, continue

push RAX

call StringWrite

; Установим значения всех аргументов

mov RCX, hStdInput

lea RDX, readStr

mov R8, 1

lea R9, bytesRead

NULL\_FIFTH\_ARG

call ReadConsoleA

STACKFREE

ret

inputAwaiting endp

end

Ввод аргументов с получением отрицательного результата:

![](data:image/png;base64,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)

Ввод аргументов с получением ошибки размера хотя бы одного из аргументов:
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Ввод аргументов с получением положительного результата:
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Ввод аргументов с не цифровыми символами и получение соответствующей ошибки:
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